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Preprocess an integer array $A$ (length $n$ ) to answer range minimum queries...


After preprocessing, a range minimum query is given by $\mathrm{RMQ}(i, j)$
the output is the location of the smallest element in $A[i, j]$
e.g. $\operatorname{RMQ}(3,7)=6$, which is the location of the smallest element in $A[3,7]$
e.g. $\operatorname{RMQ}(5,11)=8$, which is the location of the smallest element in $A[5,11]$

- We will discuss several algorithms which give trade-offs between
space used, prep. time and query time
- Ideally we would like $O(n)$ space, $O(n)$ prep. time and $O(1)$ query time
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## Solution 4

how?
$O(n \log \log \log n)$ space $\quad O(n \log \log \log n)$ prep time $\quad O(1)$ query time

## Range minimum query summary

Preprocess an integer array $A$ (length $n$ ) to answer range minimum queries...


After preprocessing, a range minimum query is given by $\mathrm{RMQ}(i, j)$
the output is the location of the smallest element in $A[i, j]$

| Solution $\mathbf{1}$ |
| :--- |
| $O(n)$ space |
| $O(n)$ prep time |
| $O(\log n)$ query time |
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